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ABSTRACT 

 

Aspect-Oriented Programming is gaining prominence, particularly in the area of security. There 

are however no taxonomies available, that classify the proliferation of research done in the area 

of Aspect-Oriented Security. This paper attempts to categorize research outputs conducted in this 

area, and evaluate the usability of the aspect-oriented paradigm in terms of software security. 
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1. Introduction 

 

lthough aspect-oriented programming is not yet ubiquitous in industry, it is receiving considerable 

attention from research and practitioner communities such as IBM, Northeastern University in the 

United States, University of Twente in the Netherlands and Xerox (Miller, 2001). The field has 

matured to such an extent that it generated its own conference. The first international conference on aspect-oriented 

programming was held in Twente, Netherlands in 2002 (Padayachee and Eloff, 2006). Aspect-oriented 

programming is gaining prominence in all areas of software development, particularly in the area of software 

security. Several authors have been citing the benefits of using aspect-oriented programming to implement security 

concerns (see (De Win et al., 2002c) and (Viega and Evans, 2000)). Aspect-oriented software development ‗is 

relevant for all major pillars of security: authentication, access control, integrity, non-repudiation as well as for 

supporting the administration and monitoring disciplines required for effective security‘ (Bodkin, 2004). There are 

however, no taxonomies available that classify the proliferation of research done in the area of aspect-oriented 

security. This paper attempts to categorise research outputs conducted in this area, and evaluate the usability of the 

aspect-oriented paradigm in terms of software security. 

 

The principal argument supporting the utilization of aspect-oriented programming to develop secure 

software is that security concerns tend to crosscut objects, resulting in the code tangling phenomenon.  For example, 

software tampering (Falcarin et al., 2004) and encryption (Boström, 2004) may be considered as crosscutting 

concerns, given that these concerns tend to crosscut across several components in a system. Aspect-orientation has 

the potential to enhance the implementation of security concerns, in terms of reusability and extensibility, thereby 

improving the robustness and maintainability of a system. Evidently, abstracting a security feature into a security 

aspect increases the possibility that it may be reused for other applications.  Access control and encryption, for 

example, have similar requirements for most applications. Vanhaute and De Win (2001) have demonstrated how to 

convert these security concerns into reusable generic aspects. It has also been shown that aspect-oriented software 

design is flexible enough to accommodate the implementation of additional security features after the functional 

system is developed. Laney et. al (2004) have demonstrated that the aspect-oriented paradigm facilitates the 

implementation of additional security features to a legacy system, without modifying the existing code.  The level of 

abstraction offered by aspect-orientation may also facilitate the separation of roles between application developers 

and security specialists (Bodkin, 2004), which can improve the efficacy of the software development process. 

 

This paper attempts to categorise research outputs conducted using the aspect-oriented paradigm to 

facilitate the development of security concerns into a software system. This research serves to inform researchers 

and business communities alike, about the growing potential of the aspect-oriented paradigm, in terms of developing 

secure software. The subsequent two sections focus on aspect-oriented programming, and its influence on software 

security. Section four, elaborates on taxonomy developed. Section five concludes with some insights for future work 

and final comments. 

A 
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2. Background On Aspect Programming 

 

The object-orientated paradigm was found to be inadequate in terms of design and implementation of 

crosscutting concerns, as there is no elegant way of modularising these crosscutting concerns. Aspect-oriented 

programming provides explicit language support for modularising design decisions that cross-cut a functionally-

decomposed program (Walker et al., 1999), allowing the developer to maintain the code (crosscutting functionality) 

in a modularised form. It is important to note that aspect-orientation maintains all the benefits of the object-oriented 

paradigm and should be viewed as extension rather than a replacement of object-oriented technologies. 

 

An aspect-oriented system consists of two concepts: components and aspects. The components form the 

atomic and loosely coupled concerns of the system, and the aspects implement additional crosscutting functionality 

of the system. According to Kiczales et al. (2001), aspects consist of the following constructs: 

 

 joinpoints or pointcut designators: these are definitions of interception points in the system where the 

aspect could possibly take action. 

 advice: an advice defines the functionality to be executed before, during, or after a defined joinpoint, or 

even possibly instead of the defined joinpoint. 

 

An aspect weaver is then used to combine both component and aspect programs into a final program.  

 

According to Elrad et al. (2001), the advantages gained by using aspect-oriented programming are as 

follows:    

 

 Increased modularity: the separation of cross-cutting concerns and their capture in a single class.  

 Less code needs to be written: applications may be developed faster. 

 Easier maintenance: code is no longer scattered throughout an application but localized. 

 Easier code reuse: since cross-cutting concerns are localized, they may be easily reused. 

 Easier understanding, while maintaining optimisation: the code is no longer tangled, thereby allowing 

easier comprehension. 

 More flexibility: with aspects, there are more ways to code the same concern. 

 Reduced inheritance anomalies: the use of aspects allows a simpler class hierarchy. 

 

In addition to the benefits of reduced complexity and improved maintainability of software, programmers 

may be better able to understand an aspect-oriented program when the effect of aspect code has a well defined scope  

The presence of aspect code may also alter the strategies programmers use to address tasks perceived to be 

associated with aspect code (Walker et al., 1999). 

 

Despite the benefits offered by aspect-orientation, there are some drawbacks. Alexander & Bieman  (2002) 

maintain that as a result of the weaving process, the isolation of faults will be difficult, as faults may reside in the 

source code, the aspect, or the woven code. Another challenge, as noted by Chen (2004) is that of understandability 

– a many-to-many relationship may exist between aspects and the primary abstractions they integrate with, thus 

potentially requiring understanding of many other aspects to understand only one. A complication may arise when a 

collection of aspects to be woven are written by several different programmers. Each programmer must have the 

knowledge of the set of primary abstractions that their aspects can be woven with hence each programmer must 

know about the other aspects that they make use of, either by direct composition or indirectly as a result of weaving. 

All of these activities will pose more cognitive burden on the aspect developer (Chen, 2004). 
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3. Establishing Categories In Aspect-Oriented Security Research 

 

There has been a proliferation of research articles within aspect-oriented security within recent years.  The 

evidence of an intrinsic relationship between aspect-orientation and the development of secure software is so 

substantial that De Win et al. (2003) have attempted to generalize these specific security-related concerns into a 

framework. While Georg et al. (2002) have proposed a technique to model and integrate security concerns into 

designs using the aspect-oriented paradigm by regarding security aspects as design patterns. The subsequent 

discussion, explores the relevancy of aspect-oriented technology in terms of some of the fundamental security 

concerns such as access control and authentication, cryptographic controls, data protection and information flow 

controls. 

 

3.1  Access Control And Authentication 

 

 Access control is a fundamental part of computer security where every requested access must be governed 

by an access policy stating who is allowed access to what; the request must then be mediated by an access policy 

enforcement agent (Pfleeger and Pfleeger, 2003). The seminal work in this area was conducted by De Win et. al 

(2002b) where they have actually generalized the aspects they developed for access control, to promote the 

reusability of these aspects. Slowikowski and Zieliński (2003) considered how aspect-oriented security could 

enhance container-managed security. They have also demonstrated how identification, authentication, and access 

control may be applied to components without modifying the components. They concluded that aspect-oriented 

security required no modification of the application‘s sources to introduce security and that the procedure is highly 

flexible and extensible. The significance here is that if access policies are unknown or vague, the access control 

features may be implemented after the development of other requirements, or when these policies have been clearly 

defined. Further, the abstraction of access control policies makes the management and development much easier, as 

security experts may be allocated specifically to the development of these features.  Recently Ramachandran et al. 

(2006) also addressed authentication and authorization within the aspect-oriented paradigm, but they provided a 

more generic approach. Where explicit naming is forfeited in favor of more generic pointcut designators, the aspect-

oriented paradigm allows a more generic implementation of the access control through the use of wildcards. Using 

wildcards eliminate the need for explicit naming (Kiczales et al., 2000).   

 

 The aspect-orientated paradigm's versatility in terms of access control measures has been further validated 

by studies conducted within differing approaches to access control. The paradigm has been leveraged to implement 

discretionary access control (see (De Win et al., 2002a) ),  role-based access control (see (Pavlich-Mariscal et al., 

2005a)) and  mandatory access control (see (Ramachandran et al., 2006) ). 

 

3.2  Cryptographic Controls 

 

Cryptographic controls such as encryption help to protect the confidentiality, authenticity, and integrity of 

information (Fiedler, 2002). In an experiment conducted by Boström (2004), it was found that database encryption 

can be added after the initial system was already built using aspect-oriented programming; This case study showed 

that using aspect-oriented programming resulted in better modularity, database independence, and less code, but 

there are instances where the logic developers cannot be totally alienated from the process of encryption because 

sometimes developing the functionality is dependent on the encryption process. 

 

3.3  Information Flow Controls  

 

These are methods of regulating the dissemination of information among objects throughout the system 

(Denning and Denning, 1977). There have been several studies on access control, encryption, and security-related 

bugs within the aspect-oriented paradigm, but only one related work on information flow control within the aspect-

oriented paradigm by Kawachi  and Masuhara (2004). As this study is specifically on sanitizing, the authors do not 

address security classifications and their dataflow definition ―only deals with direct information flow‖.  This article 
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shows potential for the aspect-oriented programming language to be extended for security purposes by identifying 

new constructs to specify pointcut designators. As the aspect-oriented language is still evolving, these types of 

security enhancements could be incorporated in future releases to further promote its relevance to security. 

 

3.4  Protection From Invasive Software  

 

The ACM classification system limits this category to viruses, worms, and Trojan horses. The taxonomy 

devised here extended this category to imply any malicious modification to software as well. Palmer (2002) 

considered  dynamic aspect-oriented programming in an untrusted environment, where underlying components may 

be damaged by potentially hostile aspects. This research does not use the aspect-oriented paradigm to verify whether 

an aspect is hostile or not. Aspect-oriented programming has however, been used to implement software tampering 

detection mechanisms in applications running on untrusted hosts (Falcarin et al., 2004). Here, an aspect-oriented 

program was used to realize self-checking. Self-checking is a process where a program checks itself to verify that it 

has not been modified.  In terms of  evolving verification techniques, as security threats change, using the separation 

of concerns principles makes it easier to  'swap in and out and evaluate alternative treatment options'  (Houmb et al., 

2004). 

 

3.5  Security Kernels  

 

A security kernel is responsible for enforcing the security mechanisms of the entire operating system  

(Pfleeger and Pfleeger, 2003).  Engel and Freisleben (2005) developed a tool for deploying dynamic aspects in the 

kernel space of an operating system which included enhancing  security features within the operating system level.  

Due to rapid adaptation of security kernels caused by dynamically changing requirements, internal conditions, and 

crosscutting functionality, Engel and Freisleben (2005) established that dynamic aspect-oriented programming is 

highly suitable for this type of enforcement. Additionally, the performance impact of using aspect-orientation was 

negligible in most instances. 

 

3.6.  Verification  

 

Typically, a security specialist wants to be certain that a given program computes a particular result, 

computes it correctly, and does nothing more. Validation is a more general term; It includes verification and less 

rigorous methods (Pfleeger and Pfleeger, 2003). Grundy and Ding (2002) have developed "validation agents" that 

use aspect characterizations to verify that software components meet constraints in actual deployment situations. 

These test both functional and non-functional components, such authentication and encryption.  Kumar et al. (2001) 

developed a framework that uses the aspect-oriented programming paradigm to verify that the commercial-off-the-

shelf components are developed as per security contract. Validating a component‘s performance, resource usage, 

ution, are issues that crosscut a system's components 

hence the aspect-oriented paradigm is appropriate for these purposes. Furthermore, as verification procedures tend to 

be similar in most applications, using the aspect-oriented paradigm facilitates the reusability of these validation 

measures  (Grundy and Ding, 2002) via abstraction. 

 

3.7  Security Software Engineering 

 

This category represents the papers that had a strong theme of security software engineering practices and 

techniques. Security concerns must inform every phase of software development, from the requirements to the 

design, implementation, and deployment (Devanbu and Stubblebine, 2000). The contributions here are related to the 

engineering of secure and trustworthy software systems. There is often a confusion between security software and 

software security; The former entails a set of add-on features such as cryptography, while latter is an ―emergent 

property‖ of a complete system (Mcgraw, 2002) Software security involves designing, analyzing, and coding for 

security, over the whole life cycle.  The flexibility of the aspect-oriented paradigm allows these concerns to be dealt 

with in a more systematic way via abstraction. Hence the programming complexity is largely reduced.  
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During systems development, it is probable that security requirements may not be clearly defined, or may 

change during system development, and quite possibly after the system is built. The extensibility of the aspect-

oriented paradigm allows these concerns to be implemented after other requirements have been developed. Further, 

if a security concern had to be maintained due to the discovery of new security threats in the environment, 

separations of concerns would fundamentally simplify this task. Within other programming paradigms, it would 

have possibility resulted in several fixes, across several components, thus resulting inconsistencies and regression 

faults. 

  

In terms of developing code that is secure, both Shah and Hill (2003b), and Viega and Evans (2000) 

explored security-related bugs. Shah and Hill(2003a) developed An Aspect-Oriented Security Framework which 

focused on avoiding security-related bugs such as buffer overruns, time-of-check-to-time-of-use, format string 

vulnerabilities, protection of communication channels, event ordering enforcement, and type safety. These types of 

security concerns are highly pervasive, and the typical penetrate-and-patch approach is highly ineffective.  Although 

Viega and Evans(2000) have not specifically used aspect-oriented tools, their methodology closely parallels the 

aspect-oriented philosophy.  

 

4. Derivation Of The Taxonomy 

 

In developing the taxonomy for aspect-oriented security, several existing computing and security related 

taxonomies were reviewed. Compared to the other taxonomies reviewed, the ACM Computing Classification 

System has the simplest structure. Section D.4.6 of the ACM Computing Classification System relates to software 

security and protection in particular. Although taxonomies such as the ‗Taxonomy for Information Security‘ by 

Meadows (1993) offer much richer classification content than section D.4.6 of the ACM Computing Classification 

System, it is not appropriate at this stage, as the literature in the area of aspect-oriented security has not matured to 

such an extent.  Other taxonomies reviewed were not specifically related to the area under consideration. For 

instance,  the ―Taxonomy of computer program security flaws‖ by Landwehr  et al. (1994) was not suitable as it 

considers security flaws in operating systems, and they have not categorised the flaws that occur in application 

programs.  As aspect-oriented programming is used to develop secure applications, issues such as access control and 

other application dependant aspects, are taken into consideration. The ACM Computing Classification System was 

selected as the most appropriate taxonomy for this purpose. The ACM Computing Classification System (section 

D.4.6) offers several benefits over the other taxonomies as it has been proven and is in wide use, and allows for 

future extension of the classification system for richer classification content. 

 

The presentation and techniques used to analyse the taxonomy is based on the work conducted by 

Hankerson (2003). Hankerson (2003) developed a taxonomy for Aspect-Oriented Programming in general. Initially, 

themes identified in the aspect-oriented security research (in Section 3) mapped very well to the security section of 

the ACM Classification System. It however became apparent that an additional section was required to categorise 

general security related software engineering practices, which encompassed specifying, designing, and 

implementing secure software with aspect-orientation. This category includes inadvertent security flaws, which 

impacts the implementation phase and deployment phase. These types of security flaws can be avoided if the 

principles of security engineering are applied. Additionally, aspect-oriented programming is often seen as means to 

avoid these kinds of security flaws. These flaws include buffer overruns, Time-of-check-to-time-of-use 

(TOCTTOU), and Format string vulnerabilities.  

 

Since the number of papers to be collected was potentially large, a database was used to track and 

categorise all the articles. The database schema used for building the taxonomy is shown in Figure 1 above. As 

Figure 1 illustrates, there are two tables in the database schema: PUBLICATION and CATEGORY. The 

PUBLICATION table contains all the publication details of the papers collected. The primary key publication_id is 

an automatically generated sequence number. The CATEGORY table contains all the possible categories. The 

taxonomy on aspect-oriented security does not span multiple dimensions, as the number of articles collected made it 

feasible for only one level to exist; This level is called the Primary Dimension (Hankerson, 2003).  

 

 



Review of Business Information Systems – First Quarter 2008 Volume 12, Number 1 

 94 

 

 

 

 

 

 

 

 

 

 

 

 
Figure 1: The taxonomy database schema 

 

Most of the articles found had very definite themes and it was possible to categorize them into one of the 

categories listed. Four of the articles collected however, did have at least two very strong themes, which made them 

each fall into more than one category; this is explained by the total count of the articles in the categories (56) 

compared to the total count of the articles listed in appendix A (52).The 52 articles (listed in Appendix A) were 

categorised into the following eight categories:  
 

(1)  Access Controls      (5) Invasive software  

(2)  Authentication      (6) Security kernels 

(3)  Cryptographic Controls    (7) Verification  

(4)  Information flow control    (8) Security software engineering 
 

The list represents the primary list of categories, as mentioned earlier. As the research in the field of 

Aspect-Oriented Security grows, the above list can be refined into further sub-categories (or dimensions) for deeper 

analysis.  
 

 
Figure 2: Primary Dimension totals represented in a graph 
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As graph (Figure 2) above indicates, the vast number of articles found had a strong theme of software 

engineering. As previously stated, it is also important to note that the category of software engineering is absent 

from the security section of the ACM Computing Classification System. Access Controls and Authentication have 

the second highest number of articles categorised. Verification and Invasive software follow with 3 and 2 articles 

respectively. Finally the Security Kernels, Cryptographic Controls, and Information Flow Control categories had 

one article each.  

 

The following graph (Figure 3) represents the year breakdown of the articles collected. This helps to 

highlight the activity in the area of research over the years. Figure 3 illustrates graphically the number of articles 

collected that have been released between 2000 and 2005. A definite trend exists, in that the numbers of articles 

have been increasing steadily over the years. This is a strong indicator that aspect-orientation is highly relevant to 

the development of secure systems.  

 

Figure 3: The number of Aspect-Oriented Security articles per year. 

 

 

Figure 4: Graphical illustration of leading category per year 
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The final graph (Figure 4) concludes the graphical presentation of articles collected with a graph illustrating 

the leading category of articles per year. Figure 4 shows the leading category of articles per year of Aspect-Oriented 

Security articles. As depicted in Figure 4, category 8 (Security Software Engineering) dominates with the most 

articles collected in 2000 to 2004, while the year 2005 is dominated by category 1 (Access Controls). The graph also 

indicates that over the years, the most articles released were of categories 8 (Security Software Engineering) and 1 

(Access Control) – in that order.  

 

5. Conclusion 

 

This research only provided a primary dimension on aspect-oriented security. Future work would naturally 

evolve into providing a secondary dimension on this area.  This research is governed by time factors. It is obvious 

that since the completion of this work in 2005, more articles have emerged, but it was decided to confine the study 

to a specific epoch, to avert formulating premature pronouncements. Further, the list presented here is by no means 

exhaustive. From the research conducted, it is evident that there is a growing trend towards the use of the aspect-

oriented paradigm with the security context. It was found that, in terms of aspect-oriented security, there was a 

proliferation of research in security engineering and access controls, while relatively little research was conducted in 

cryptographic controls, security kernels, and information flow controls. It is evident that aspect-oriented 

programming is expected to influence the development of secure software in the future.  As such, there is a need for 

more evaluative studies, with respect to the usability issues of aspect-orientation, in terms of secure software 

development. Additionally, there is a need for research to be conducted, in terms of considering how aspect-oriented 

security teams work. It is assumed that security teams should be able to work on security issues without consulting 

the engineers that built the functional system. The notion of aspect-oriented security teams would be observed and 

reported on as well. Research on discovering new constructs to specify pointcut designators to further facilitate 

security, merits exploration.  Aspect-orientation has been found to be highly complementary in the creation secure 

software, as security issues tend to crosscut components, coupled with the tendency of security concerns to evolve as 

new security threats emerge. Hence the flexibility and extensibility of the aspect-orientated paradigm is highly 

conducive to these types of modifications and extensions. 
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